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Abstract: Software plays a major role in almost embedded systems. The examples of such softwares are Life-saving systems used in medical, mission critical systems used in missiles, launching of any satellites etc. apart from the functional complexities of available softwares, reliability of software with embedded systems has become a serious concern. Various techniques and methods are being formulated to predict or estimate the quality of such embedded software system from its structure in terms of quality and other parameters like reliability, safety and performance. However, the results of these quantitative structures for evaluation of reliability depend on design-time estimates for a series of model parameters. To overcome this problem, this paper presents a new design-time architecture evaluation method that includes uncertainties of various parameters. It first analyses some of available reliability models and proposes a new software reliability model for estimating, measuring and controlling software reliability of embedded system where various different parameters need to be estimated.

Index Terms: Embedded system, Failure Rate, Hazard Function, MTBF, Reliability, Reliability Function, Software Reliability Growth Models.

I. INTRODUCTION

An embedded system is a computer system that has been designed to perform a few dedicated or specific tasks with real-time conditions. It is embedded as part of a complete device that includes hardware and different mechanical parts. As a general-purpose simple computer, such as a personal computer or laptop, is structured to be flexible and to meet a wide range of end-user requirements, embedded systems control many devices in daily to daily life of users. Embedded systems contain different processing cores that are usually either microcontrollers or digital signal processors (DSPs). The important characteristics of Embedded Systems are being dedicated to handle a specific task. They usually require very strong processors and suitable communication, for example air traffic control systems usually be considered as embedded system.

As the embedded system is dedicated to do specific tasks, designers can optimize it to decrease the cost and size of the product and increases the reliability and other parameters like performance. Some embedded systems are produced in bulk, benefiting from economies of scale. This enhances the need of Software Reliability in an embedded system environment. Software Reliability is the probability of failure-free software operation for a specified period of time in a specified environment. Software Reliability is an important factor that affects reliability of system. It is different from hardware reliability in that it shows the design perfection, rather than manufacturing perfection. The high complexity of software is the major contributing factor of problems of Software Reliability. Software Reliability does not depend on the time. The modelling technique has been used to formulate or compute the reliability of software but no appropriate quantitative methods have been developed till now to define Software Reliability without excessive limitations. Various strategies can be used to improve the reliability of software, but it is difficult to manage development time and budget with software reliability.

Software Reliability is an important feature of software quality, combined with capability, usability functionality, performance, serviceability, installability, documentation and maintainability. Software Reliability is difficult to achieve, because the high complexity of the software. As electronic gadgets are increasing very fast, softwares are used in almost all broad fields. Most of softwares that control microprocessors or chip of these electronic devices and other are fixed in ROM. These softwares are known as embedded softwares. These types of softwares are written to control devices or machines that are not fully thought of as computer systems. It has hard time and memory constraints. As these software works on the particular hardware, it is quite difficult to test them. In embedded software systems, software faults may arise at integrated phase of hardware and software and software faults may occur in testing software on specific hardware. We cannot fix those errors which cause software faults, whenever software errors are occurred, because we cannot write the program and data field software errors on the ROM. As more and more softwares are becoming the part of embedded systems, we should verify they don’t embed errors into these systems. If not handled carefully, software reliability of a specific part can affect the reliability of the whole embedded software system. Ensuring software reliability is not an easy job. As difficult as the problem is,
progress is still being made toward more reliable software. More standard components and better procedures are introduced in software engineering field. By now most of the researchers and technology have been focussed on increasing reliability of software or a hardware component in any environment and have got success in obtaining the targets. But as technology is taking new heights and embedded systems are effecting our lives much more than previous times through new applications every day. So there is a need to think of some new methods and techniques to make embedded software systems more reliable and robust. There are various software reliability growth models available till now. Software reliability modeling techniques are classified into two categories: Predicting Modelling and Estimating Modelling. Predicting modeling uses historical data to predict the reliability of softwares estimating modeling uses current data and data set from the current software development processes and don’t use the historical data and can estimate the reliability of software at any time even during the development phase of software also. Software reliability growth models uses failure data from testing to predict the failure rate or Mean time between failure for the future. These SRGMs depends upon the assumptions about the fault rate during testing phase which can either be increasing, decreasing or some mixture of decreasing and increasing. Some SRGMs assume that there are fixed and finite number of inherent defects while others considers that defects are infinite. Some models requires more efforts for estimating parameters and others have only a few parameters to estimate. Some models requires the actual time in between each failure found in testing, while other models need to have the number of failures found during any given time interval such as an hour or a day.

II. MEASUREMENTS OF SOFTWARE RELIABILITY

Various software reliability models used for estimating software reliability are:

A) Jelinski-Moranda de-eutrophication model: The de-eutrophication model developed by Jelinski and Moranda in 1972 was one of the first software reliability growth models. It assumes that there are N software defects initially at the start of the testing procedure and each other is independent to the other defects. A defected fault is removed for sure and no other new faults are introduced during the debugging phase. So the failure rate of software or we can say, the Hazard Function is directly proportional to the number of errors present in the software at that time. So the Hazard Function during the time t where is the time during (n-1) and nth Failure is represented as:

\[ Z(t_n) = \phi[N-(n-1)] \]

Here, \( \phi \) = Proportionality Constant and, N = Software Faults at the start of testing.

A typical plot of Jelinski – Moranda de-eutrophication Model is represented as:

B) Goel – Okumoto model:
The model was proposed by Goel and Okumoto in 1979. Goel and Okumoto developed an imperfect debugging model which was the extension of Jelinski - Moranda Model. Here, the number of faults in any software system at time n, X(n) are represented by Markov Process. Time between the change of fault X(n), depends upon the current faults available in the system. So the Hazard Function in Goel-Okumoto model during the time t which is the time during (n-1) and nth Failure is represented as:

\[ Z(t_n) = [N- p (n-1)] \lambda \]

Here, N = Initial Faults found in the software system, P=Probability of imperfect Debugging, \( \lambda \) = Failure rate per fault.

A typical plot of Goel-Okumoto Model is represented as:
C ) Littlewood software Reliability Model:
Littlewood and Verrall considered a different approach to the development of the model for estimating the mean time between failures. They claimed that software reliability is not directly dependent upon the software faults occurred in the program. In this model the Hazard Function is dependent on the quality of the programmer and difficulty in the programming task.
A plot of Littlewood Software Reliability model is represented as:

![Littlewood Software Reliability Model](image)

**Fig 3: Littlewood Software Reliability model**

**Problem associated with above reliability models:**
Although these SRGMs are widely used to predict the reliability of the developing software, still there are some shortcomings associated with these reliability models. These are:
1. The arguments which has been used in these software reliability growth models are not applicable on all types of softwares because software development process vary from environment to environment, some softwares work efficiently in one environment but not in others. So it is not possible to identify the real errors of the software.
2. MeanTime between failures in a software system are not dependent on each other so it becomes quite difficult to generate proper test cases.
3. New faults can be introduced during the fault removal process which can also leads to the failure of the software.
4. In these models, time is considered as the basic and most important unit for finding the failure rate and estimating the reliability but apart from this factor, some other factors like efficiency of programmer, complexity of code etc. should also be taken into consideration for estimating the reliability more accurately.
5. These models suggest that failure rate is directly proportional to the remaining number of available faults in the system, but it is not possible always as some modules contains more errors and some contains not even a single one.

**III. PROPOSED RELIABILITY MODEL**
In this paper, we propose a new model to estimate reliability of the software by taking into consideration the above problems and effects of both software and hardware on software failures that occur in the embedded systems.

The proposed model for predicting the reliability of the embedded software is simple random failure based model. Using this model, reliability of software can be predicted at an early stage of software development which is more useful for estimating the feasibility of development of product in terms of time, cost, maintainability etc. and proper test cases can be generated at an early stage by using proper testing tools and procedures.

Before considering the simple random failure based model, following assumptions are needed to be considered:
1. Consider the failures caused by both hardware and software and caused due to their interaction point also because embedded system is a combination of both hardware and software so we can’t neglect any one of them.
2. Software faults or failures can be removed by Goel – Okumoto Model and hardware faults can be removed by replacing the faulty hardware.

Wherever the interfaces or interaction points where software and hardware meet or interact with each other can be removed by simple random failure based model.

Here the occurrence rate of failure in case of embedded softwares is estimated by summing the occurrence rate of software failures that occur in the embedded systems.

Here the occurrence rate of failure in case of embedded system is given as:

\[ \lambda_{ES}(t) = \lambda_{SW/HW} = \lambda_{SW} + \lambda_{HW} \]

Where \( \lambda_{SW} \) and \( \lambda_{HW} \) are the occurrence rate of software failure and hardware failure respectively.

Before considering the simple random failure based model, following assumptions are needed to be considered:
1. The failures caused by both hardware and software and caused due to their interaction point also because embedded system is a combination of both hardware and software so we can’t neglect any one of them.
2. Software faults or failures can be removed by using Goel – Okumoto Model and hardware faults can be removed by replacing the faulty hardware.

Wherever the interfaces or interaction points where software and hardware meet or interact with each other can be removed by simple random failure based model.

Here the occurrence rate of failure in case of embedded softwares is estimated by summing the occurrence rate of software failures that occur in the embedded systems.

Here the occurrence rate of failure in case of embedded system is given as:

\[ \lambda_{ES}(t) = \lambda_{SW/HW} = \lambda_{SW} + \lambda_{HW} \]

so the Function for calculating mean value \( m_{ES}(t) \) for embedded system software can be written as:

\[ m_{ES}(t) = \lambda_{SW/HW} \cdot t - a (1-e^{-bt}) \]

**IV. CONCLUSION**
Here in this paper, we presented a new method for calculating the reliability of embedded software by generating a new software reliability growth model. This method provides us with more accurate estimation for calculating software reliability of embedded softwares than other traditional methods and it is
best suited for softwares where estimation of reliability at an early stage is quite important.
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